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Abstract 
The Internet of Things (IoT) system has been implemented at PT XXX to improve operational 

efficiency, especially in monitoring the Ingersoll C1000 centrifugal compressor. This compressor produces 
high-pressure air that plays an important role in the nickel processing process. This system integrates the 
Message Queuing Telemetry Transport (MQTT) protocol, IoT sensors, Teltonika RUT951 gateway, and 
Mosquitto broker to send temperature data in JSON format in real-time. This data is then visualized using 
AVEVA PI Vision, which provides trend-based information to support analysis and decision making. 
Previously, monitoring was only carried out locally without historical data, making it difficult to detect 
potential damage. Operators also had to conduct direct inspections to the field to check the condition of 
the compressor, which was time-consuming and inefficient. With this IoT-based system, data can be 
monitored directly from the head office, saving travel time and increasing operational productivity. Trials 
in a real operational environment showed that data transmission via MQTT was stable even in a limited 
network. Visualization in AVEVA PI Vision provides a real-time picture that supports early detection of 
anomalies and data-driven decision making. The results of this study indicate that IoT technology with the 
MQTT protocol is able to improve monitoring efficiency, optimize system performance, and provide 
innovative solutions to connectivity challenges in the industry. This implementation also opens up new 
opportunities for IoT applications in supporting operational efficiency and sustainability. 
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Abstrak 
Sistem Internet of Things (IoT) telah diimplementasikan di PT XXX untuk meningkatkan efisiensi 

operasional, khususnya dalam pemantauan kompresor sentrifugal Ingersoll C1000. Kompresor ini 
memproduksi udara bertekanan tinggi yang berperan penting dalam proses pengolahan nikel. Sistem ini 
mengintegrasikan protokol Message Queuing Telemetry Transport (MQTT), sensor IoT, gateway Teltonika 
RUT951, dan broker Mosquitto untuk mengirimkan data suhu dalam format JSON secara real-time. Data 
ini kemudian divisualisasikan menggunakan AVEVA PI Vision, yang menyediakan informasi berbasis tren 
untuk mendukung analisis dan pengambilan keputusan. Sebelumnya, pemantauan hanya dilakukan secara 
lokal tanpa data historis, sehingga sulit mendeteksi potensi kerusakan. Operator juga harus melakukan 
inspeksi langsung ke lapangan untuk memeriksa kondisi kompresor, yang memakan waktu dan kurang 
efisien. Dengan sistem berbasis IoT ini, data dapat dipantau langsung dari kantor pusat, menghemat waktu 
perjalanan dan meningkatkan produktivitas operasional. Uji coba pada lingkungan operasional nyata 
menunjukkan bahwa transmisi data melalui MQTT stabil meskipun dalam jaringan terbatas. Visualisasi di 
AVEVA PI Vision memberikan gambaran real-time yang mendukung deteksi dini anomali dan pengambilan 
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keputusan berbasis data. Hasil penelitian ini menunjukkan bahwa teknologi IoT dengan protokol MQTT 
mampu meningkatkan efisiensi pemantauan, mengoptimalkan kinerja sistem, dan memberikan solusi 
inovatif untuk tantangan konektivitas di industri. Implementasi ini juga membuka peluang baru bagi 
penerapan IoT dalam mendukung efisiensi dan keberlanjutan operasional. 

Kata Kunci: IoT, MQTT, Mosquitto, Teltonika RUT951, PI Vision 
  

1. Introduction 
In an increasingly connected digital era, the Internet of Things (IoT) has become an innovative solution 

to improve operational efficiency in various sectors, including industry. IoT enables small devices such as 
sensors and electronic devices to exchange information in real-time, creating a smarter and more integrated 
ecosystem [1], [2].  

PT XXX involves several main stages that are structured and efficient. The process begins with the 
mining of nickel ore from an open pit, where abundant laterite nickel ore is extracted for further processing. 
After the nickel ore is mined, the next step is to transport the ore to a processing facility for further 
processing. At the facility, the transported nickel ore will be milled to reduce particle size and then dried to 
remove excess moisture [3]. The smelting process is carried out to convert nickel ore into nickel matte, 
which is an important step in converting raw ore into usable products. Nickel matte produced from the 
smelting process is then further processed to produce a final product that is ready to be exported to various 
countries, especially Japan. This ready nickel matte product is exported as the main raw material for the 
manufacture of stainless steel and other nickel-based products. 

PT XXX also utilizes sophisticated equipment such as the Ingersoll C1000 centrifugal compressor, 
which functions to increase gas pressure through a centrifugal process. This equipment plays an important 
role in industrial applications that require high-efficiency gas compression and is able to reduce energy 
consumption in the compression process, which is very important in the mining industry. Despite having a 
structured work process and modern equipment, PT XXX still faces various business challenges. The remote 
location of operations causes challenges in terms of network connectivity and communication, so the use 
of technologies such as LTE is important even though it requires efficient costs and management. 

PT XXX, a company engaged in nickel processing, faces challenges in maintaining smooth production 
processes and avoiding downtime due to equipment damage. To overcome this problem, the company 
implemented an IoT-based monitoring system with the Message Queuing Telemetry Transport (MQTT) 
protocol, which was chosen because of its ability to transmit data with low bandwidth and its reliability in 
unstable network environments [4], [5], [6]. 

One of the critical equipment in PT XXX is the Ingersoll C1000 centrifugal thermal compressor, which 
functions to produce high-pressure air in the production process. Real-time monitoring of the compressor's 
condition is very important because compressor damage can cause major disruptions in the production 
process. By using the Mosquitto MQTT broker, data from the compressor's sensors is transmitted to the 
central system via the IoT Gateway, enabling efficient data collection and analysis [7]. This data is then 
stored and visualized via AVEVA PI Vision, which helps operators monitor compressor performance and 
make data-driven decisions [8]. 

Prior to the implementation of the Internet of Things (IoT), sensor data from the SAC/Centac controller 
on the centrifugal compressor was only obtained and controlled locally by the operator at PT XXX. This 
resulted in limitations in failure analysis, as there was no adequate sensor data recording for long-term 
evaluation. Therefore, the main objective of this study is data transmission to store historical data read 
from the Ingersoll C1000 centrifugal compressor. Through historical data storage, components that will 
experience wear or damage can be proactively predicted based on operational data analysis, so that repairs 
can be made before total damage occurs to critical components such as rotors, impellers, and bearings. 
With this approach, PT XXX can identify potential damage and make repairs before serious damage occurs, 
which can ultimately reduce downtime and increase production efficiency [9]. 
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Previous research aims to develop a temperature and humidity monitoring system in a smart 
environment using the MQTT (Message Queuing Telemetry Transport) protocol. The method used includes 
setting up an ESP8266 NodeMCU as a publisher that collects data from the DHT11 sensor, and a Raspberry 
Pi 3 Model B as a subscriber that receives data through an MQTT broker. The received data is then visualized 
using Node-Red and ThingSpeak for real-time display. The results of the study showed that this system 
successfully monitored temperature and humidity accurately, with minimal reading differences (no more 
than 0.5 degrees Celsius) compared to other measuring instruments [5]. DHT11 has a data sending limit 
of every 2 seconds, and there is no data history storage setting. So this research is directly implemented 
on real industrial devices [10]. This study aims to evaluate the effectiveness of implementing an IoT-based 
monitoring system with the MQTT protocol at PT XXX, as well as providing valuable insights into the benefits 
and challenges of implementing IoT technology in industrial environments. 

In this study, the main focus is the implementation of the MQTT protocol to support data transmission 
from IoT devices in a mining environment that has network limitations. This study also explores the 
integration of data from the MQTT broker into the AVEVA PI data management system to facilitate real-
time data analysis and visualization. By adopting modern technologies such as MQTT, PI System, and 
Node.js, this study shows the potential for increasing operational efficiency and data-driven decision-
making at PT XXX. 

 

2. Research Methods 

 
Figure 1 Overview of Centrifugal Compressor Components 

Figure 1 shows a picture of the components of a centrifugal compressor. The Ingersoll C1000 
centrifugal compressor plays a role in producing high-pressure air used in various process stages, such as 
drying, kiln furnace, and converter. In the converter, high-pressure air is used in the oxidation process 
(blowing) which is an important part of nickel refining. 

Sensor data from the compressor is sent in real-time in JSON format, including analog inputs such as 
temperature. Temperature monitoring is a critical aspect because overheating can degrade equipment 
performance or even cause damage. With the implementation of IoT, real-time data-driven monitoring 
offers a solution to improve the accuracy of decision-making and damage prediction. 

To achieve this goal, the system uses an IoT Gateway that connects devices in the field to the central 
network using an LTE sim [11]. The collected data is forwarded via the MQTT protocol to the Mosquitto 
broker, which is then stored in the PI Database for further analysis. With this approach, PT XXX can perform 
more efficient maintenance and reduce the risk of downtime. 
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Figure 2 Block Diagram Of Nickel Processing System 

Figure 2 is a System Block Diagram, where from the Thermal Plant to the Ingersoll C1000 Centrifugal 
Compressor section then produces pressurized air which will be used in the Process Plant, where the Nickel 
processing process takes place: Dryer - Dots - Kiln Furnace - Smelting Furnace - Converter - Granulation 
[3]. 

IoT Integration for Monitoring and Failure Prediction The use of standard Ethernet cables at PT XXX 
allows real-time data delivery to the PI system via IoT Gateway and MQTT protocol. This supports data 
visualization in PI Vision and helps analysis and prediction for condition-based maintenance. 

 
Figure 3 Data Visualization In PI Vision 

Figure 3 shows that data can be visualized in various types of visualizations. The graph consists of 
several types of data visualizations, including a Line Chart at the top that shows the trend of data changes 
over time, a Gauge Chart that is two circle graphs with a needle to display values in a certain color range 
such as safe or risky zones, a Bar Chart that displays data in the form of vertical or horizontal bars, and a 
table at the bottom with columns such as "Name", "Description", "Value", and "Status" for tabular data 
comparison [12]. Additionally, there is a Value Display that displays specific numbers for certain metric 
values. 

Functional Requirements 
This study aims to display data received from the Ingersoll C1000 centrifugal thermal compressor 

through the IoT Gateway. The IoT Gateway used is the RUT951 router that sends data in real time to the 
PI system using the MQTT protocol. A JavaScript-based program runs as a service on the server, responsible 
for processing the data and sending it to the AVEVA PI database with relevant topics [13]. With this, system 
workflows can be automated to ensure seamless integration between field devices and data management 
systems. 

Non-functional Requirements 
The system must be able to work efficiently with consistent data transmission frequency to PI Database 

via REST API. The operational success of the system depends on stable connectivity to PT XXX's internal 
network. The resulting graphs and visualizations must allow for further analysis and support failure 
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prediction using trend analysis. The hardware used includes IoT Gateway industrial router RUT951, 
Ingersoll C1000 centrifugal compressor, and microcontroller [7]. 

Flowchart Of Data Flow In The System 

 
Figure 4 Flowchart Of Data Flow In The System 

Figure 4 explains the flowchart of data flow in the system. The system starts by connecting the field 
device to the PT XXX internal network. Once connected, the IoT Gateway receives data from the 
compressor, which is then forwarded to the MQTT broker. The data published by the broker is forwarded 
to PI AVEVA to be visualized using PI Vision [14]. 

IoT and MQTT System Topology 

 
Figure 5 IoT System Topology 

Figure 5 shows the topology of the implemented IoT system. The data flow starts from the sensor 
that reads the temperature parameters from the compressor. This data is sent to the Teltonika IoT 
Gateway, which acts as a bridge between the sensor devices and the central network. 

Sensor 
The sensor connected to the centrifugal thermal compressor is tasked with collecting operational data, 

the data taken for testing is temperature data. This data is forwarded to the IoT Gateway with TCP for 
further processing. 

IoT Gateway Teltonika RUT951 
Acts as a bridge between sensors and the network, collecting data from the thermal compressor and 

forwarding it to the MQTT Broker [13], [14]. Teltonika RUT951 plays a vital role in ensuring reliable 
connectivity between field devices and central systems. 

MQTT Broker Mosquitto 
Manage data distribution from sensors to clients. 
MQTT Interface 
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The MQTT interface allows interaction between the broker and other systems. The interface application 
requests data from topics containing certain tags using the REST API, and the data is sent to the AVEVA 
PI. 

Node.js 
Node.js is used to process the thermal compressor data received via MQTT Broker and forward it to 

the API. Node.js is suitable for server-side applications because it has high efficiency in data processing 
[15]. 

Server 
Server to run service call programs that run automatically. 
API and PI Database 
The API acts as a link between the Node.js application and the PI Database to store the received data. 

The PI Database is used to store historical data, including data from the compressor, which can then be 
monitored via PI Vision. 

Data Flow In The System 
Data from the thermal compressor is transmitted to the IoT Gateway in real time. The IoT Gateway 

then forwards the data to the MQTT Broker, which distributes messages to the MQTT interface and MQTT 
clients. Node.js processes the data received from the broker and forwards it to the API which then archives 
the data to the PI Database. With this approach, the system workflow can be automated to ensure seamless 
integration between field devices and data management systems [16]. 

MQTT Client 
MQTT Client acts as a publisher or subscriber, subscribing to a specific topic to receive messages from 

the broker, the MQTT client initiates a connection with the broker by sending a connection packet (connect 
packet), and because MQTT works on top of TCP/IP, the broker sends a connection acknowledgment 
(connack) [17]. MQTT Client, such as MQTT Explorer or Node.js, acts as a subscriber that receives data 
from the broker [18]. After receiving the acknowledgment, the client initiates data transmission to the 
broker and can publish messages based on the device's needs [19]. Clients can also unsubscribe and 
disconnect from the broker. 

MQTT Broker 
Brokers are responsible for receiving messages from publishers, filtering them, and distributing them 

to subscribing clients [15], [19]. Brokers must be able to handle multiple devices and distribute data 
efficiently to multiple clients who need the information. 

 

3. Result and Discussion 
Implementation Of The MQTT Protocol 
Figure 6 shows a diagram illustrating the communication path from the CENTAC control panel in the 

field to the central hub (distribution switch) in the thermal control room. This allows the sending of control 
signals and data to monitor and manage the thermal system. 

The signal originates from the CENTAC control panel, which is responsible for controlling the thermal 
system in the field. After that, the signal passes through a Modbus RTU to a TCP converter that functions 
to convert the communication protocol from Modbus RTU, which is used in the field, to TCP/IP for network 
compatibility. The signal then travels through an Ethernet cable (CAT-5) that connects the converter to a 
network switch as a central hub that directs traffic to various destinations. For long-distance 
communication, the signal is forwarded through a fiber optic (FO) cable that connects the network switch 
in the field to the network switch in the thermal control room. 
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Figure 6 Communication Line Diagram 

Once in the thermal control room, the signal is received by the local network switch responsible for 
managing the signal distribution in the area. The signal also passes through CENTAC's new patch core, a 
patch panel that allows easy reconfiguration of connections as needed. Next, the signal reaches the thermal 
distribution switch, which acts as a local hub to connect the various devices within the thermal control 
room. Finally, the signal is forwarded to the distribution switch as the central point for the integration and 
distribution of signals from the various field devices and systems. This data flow ensures smooth 
communication between the field devices and the control center to support the operation of the thermal 
system. 

Here is the workflow of MQTT implementation. 

 
Figure 7 Workflow 

Figure 7 shows the system workflow process. The initial signal comes from the C1000 thermal 
centrifugal compressor (CENTAC), which is responsible for the operation of the thermal system in the field. 
This signal is converted from the Modbus RTU protocol to TCP using a special converter to ensure 
compatibility with TCP/IP-based networks. After conversion, the signal is transmitted via Ethernet cable 
(CAT-5) to the IoT Gateway (RUT951), which is the main interface between the field devices and the MQTT-
based network system. 

From the IoT Gateway, data is published to the Mosquitto MQTT Broker using the MQTT protocol. This 
broker is responsible for distributing data to clients who subscribe to a particular topic. One of the MQTT 
clients that receives this data is the MQTT Explorer, which is used to verify and monitor data delivery.  

On the other hand, data is also received by the server through an application created with Node.js. 
This application serves as an interface to retrieve data from the MQTT Broker and send it to the PI Database 



  
Jurnal TeIKa, Volume 14, Nomor 2, Oktober 2024 

 

180 

via REST API. The PI Database then stores the data historically for further analysis and real-time monitoring 
of the compressor's condition. 

Data stored in the PI Database is visualized using AVEVA PI Vision, allowing operators to analyze data 
trends, detect anomalies, and make data-driven decisions. The system runs automatically as a Windows 
Service, ensuring continuity of data processing without manual intervention. 

Teltonika RUT951 Device Configuration 
The first step in the implementation is to configure the Teltonika RUT951 device. After installing the 

SIM card and antenna, the user can access the firmware settings page via the router's default IP. The user 
must change the default username and password for security, and ensure that the SIM card is registered 
and connected properly. The "Data to Server" setting needs to be done so that the device can receive data 
from the sensor that is sent, followed by the configuration of the data to be captured and the MQTT Broker 
setting. 

Mosquitto Broker Configuration 
After installing Mosquitto broker, the user must run it through Command Prompt as administrator. To 

set the password, you can use -c passwordfile user, and then the password filling and password refill will 
appear. 

 
Figure 8 mosquitto.conf Configuration 

Figure 8 shows the mosquitto.conf configuration. The mosquitto.conf configuration file is set to specify 
the server IP, the port used, and security settings by setting allow anonymous to false. 

Node.js Implementation For Data Delivery 
Node.js based program is designed to send data from Teltonika RUT951 using MQTT protocol through 

Mosquitto broker. Data is then sent to PI Database via REST API. This program sets up MQTT connection 
and manages periodic data delivery. By using functions to get the current time and send data, the system 
can monitor and send the latest values from sensors automatically. 

The Node.js program used in the implementation of this IoT system has several important 
components. First, the program loads the necessary libraries such as MQTT and axios to enable 
communication with the MQTT broker and PI server. The main variables such as tagName, tagValue, and 
timeValue are declared to store data information that will be sent to the PI Database. The getTimeNow 
function is used to get the current time in ISO format according to the needs of the PI server so that every 
data sent has an accurate timestamp. 

The sendDataPI function is responsible for sending data to the PI server using the HTTP POST method 
in JSON format. This data includes important information such as tag name, data value, and delivery time. 
To set the periodic delivery of data, a time interval function is used that calculates the interval until the 
next minute, ensuring that data is sent consistently at the beginning of each minute. 

The program also creates a connection with the MQTT broker using the MQTT library, where the 
program subscribes to a specific topic to receive data from the IoT Gateway. The data received from the 
broker is then processed and sent to the PI server. This process is executed automatically using the 
startSendingData function, which starts the data-sending interval every one minute. 

In addition, the program supports running multiple processes in parallel by utilizing the spawn function. 
This allows separate program files to be run simultaneously to support multiple MQTT topics at once, with 
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output logs or error messages displayed for debugging. To ensure the program runs automatically every 
time the Windows system starts, the Non-Sucking Service Manager (NSSM) is used which configures the 
program as a Windows service. The service.bat batch file is used to easily manage this service through the 
Windows Service Manager, ensuring operational continuity without manual intervention. 

 
Figure 9 service.bat Program 

Figure 9 shows the service.bat program. To run this program as an automatic service on Windows, 
use the Non-Sucking Service Manager (NSSM) to configure the Node.js application as a Windows service. 
After going to the nssm location directory cd C:\nssm.2.24\win64>nssm install windowsService then the 
message will appear; Service “windowsService” installed successfully!. Next, nssm start windowsService 
then the message will appear, windowsService: START: The operation completed successfully. Then a new 
tab will appear for the Path, Startup directory, and Arguments settings. After success, you can open the 
Windows service to see if the service is running properly. 

Message MQTT 
Here is an example of an MQTT message used 

{ 
"tagName": "P-TRIAL-TEST-AI", 
"tagValue": 90, 
"timeValue": "2024-05-15 18:59" 
} 

This text shows that there are unused name variables, values , and time information [20]. 
Visualization Of Result In Pi Vision 
AVEVA PI Vision is a data visualization application that allows users to monitor and analyze operational 

data in real time. With PI Vision, operational teams can create dashboards that display data from various 
sources, including IoT sensors, in the form of graphs, tables, and trends. The application is designed to 
provide the necessary information quickly and intuitively, enabling better decision-making. Key features of 
PI Vision include the ability to provide notifications or alarms when data indicates abnormal conditions, as 
well as the ability to perform trend analysis of historical data stored in the PI Data Archive. 

Data successfully sent to the PI Database can be visualized via AVEVA PI Vision, allowing for further 
monitoring and analysis [21]. This visualization provides a clear picture of compressor performance and 
supports data-driven decision-making.  
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Figure 10 Display Result In AVEVA PI Vision 

Figure 10 shows the results of data visualization in AVEVA PI Vision, where data can be presented in 
the form of a line graph (right in Figure 10) and data history is displayed (left in Figure 10). The history or 
history of the data received can make it easier to do further analysis in the future while the data presented 
in the form of a graph makes it easier to see anomalies in data movement. 

Result Testing Criteria 
The research results testing criteria cover several important aspects to ensure the effectiveness of 

system implementation. First, testing is carried out to verify the reliability of data transmission from IoT 
devices to MQTT brokers, including testing under unstable network conditions. Second, integration testing 
between the MQTT broker and PI System is carried out to ensure that the data received matches what sent 
and can be accessed correctly in PI Vision. Finally, testing also includes an analysis of the overall system 
performance, including data delivery speed. The system trial showed a significant increase in efficiency. 
Operators no longer need to go to the field to check the condition of the compressor, because data can 
now be accessed in real-time from the office. This not only reduces the time required for checking but also 
minimizes operational travel distances, allowing the team to focus more on decision-making and proactive 
maintenance. By meeting these criteria, it is expected that the system can operate optimally and provide 
significant benefits to PT XXX. 

 

4. Conclusion 
The implementation of MQTT-based IoT architecture at PT XXX has successfully enabled real-time 

transmission, monitoring, and analysis of thermal compressor data. By using IoT Gateway (Teltonika 
RUT951) and MQTT broker (Mosquitto), the system ensures data is delivered accurately and visualized 
through PI Vision. Operators can now monitor compressor conditions from the head office without the need 
to conduct direct inspections in the field. This saves time, reduces travel distance, and speeds up response 
to potential problems, thereby increasing human resource efficiency in the monitoring and maintenance 
process. 

The system also supports predictive maintenance by detecting abnormal flow patterns and preventing 
potential mechanical failures. The real-time data collected helps identify problems before serious failures 
occur, accelerates data-driven decision-making, and provides greater flexibility in operational management. 
With effective monitoring and appropriate preventive measures, PT XXX has successfully improved overall 
efficiency and productivity. 
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